1. Declare a single-dimensional array of 5 integers inside the main method. Traverse the array to print the default values. Then accept records from the user and print the updated values of the array.

**package** ass6.example;

**import** java.util.Scanner;

**public** **class** que1 {

**public** **static** **void** main(String args[]) {

**int** a[]=**new** **int**[5];

**for**(**int** element : a) {

System.***out***.println("Default value:"+element);

}

**int** a2[]=**new** **int**[5];

Scanner sc=**new** Scanner(System.***in***);

System.***out***.println("Enter elements:");

**for**(**int** i=0;i<a2.length;i++) {

a2[i]=sc.nextInt();

}

System.***out***.print("Array elements are:");

**for**(**int** element:a2)

{

System.***out***.print(element+" ");

}

}

}

![](data:image/png;base64,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)

1. Declare a single-dimensional array of 5 integers inside the main method. Define a method named acceptRecord to get input from the terminal into the array and another method named printRecord to print the state of the array to the terminal.

**package** ass6.example;

**import** java.util.Scanner;

**public** **class** que2 {

**public** **static** **void** main(String[] args) {

**int**[] array = **new** **int**[5]; // Declare an array of 5 integers

// Accept records into the array

*acceptRecord*(array);

// Print the state of the array

*printRecord*(array);

}

// Method to accept records into the array

**public** **static** **void** acceptRecord(**int**[] array) {

Scanner scanner = **new** Scanner(System.***in***);

System.***out***.println("Enter 5 integer values:");

**for** (**int** i = 0; i < array.length; i++) {

System.***out***.print("Enter value for element " + (i + 1) + ": ");

array[i] = scanner.nextInt();

}

// Close the scanner

scanner.close();

}

// Method to print the state of the array

**public** **static** **void** printRecord(**int**[] array) {

System.***out***.println("Array elements are:");

**for** (**int** element : array) {

System.***out***.println(element);

}

}

}
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1. Write a program to find the maximum and minimum values in a single-dimensional array of integers.

**package** ass6.example;

**public** **class** que3 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

**int** a[]={1,2,3,4,5};

**int** min=a[0];

**int** max=a[0];

**for**(**int** i=0;i<a.length;i++) {

**if**(a[i]<=min) {

min=a[i];

}

**else**

max=a[i];

}

System.***out***.println("Minimum: "+min);

System.***out***.println("Maximum: "+max);

}

}
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1. Write a program to remove duplicate elements from a single-dimensional array of integers.

**package** ass6.example;

**public** **class** que4 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

**int** a[]= {1,2,3,4,5,2};

System.***out***.print("Array elements are:");

**for**(**int** element: a) {

System.***out***.print(element+" ");

}

System.***out***.println();

System.***out***.print("Array elements after removing duplicates:");

**for**(**int** i=0;i<a.length;i++) {

**for**(**int** j=i+1;j<a.length;j++) {

**if**(a[i]==a[j])

a[i]=-1;

}

}

**for**(**int** i=0;i<a.length;i++) {

**if**(a[i]!=-1) {

System.***out***.print(a[i]+" ");

}

}

}

}
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1. Write a program to find the intersection of two single-dimensional arrays.

**package** ass6.example;

**public** **class** que5 {

**public** **static** **void** main(String[] args) {

**int**[] array1 = {1, 2, 3, 4, 5};

**int**[] array2 = {4, 5, 6, 7, 8};

// Find the intersection of the two arrays

**int**[] intersection = *findIntersection*(array1, array2);

// Print the intersection elements

System.***out***.println("Intersection of the two arrays:");

**for** (**int** i = 0; i < intersection.length; i++) {

**if** (intersection[i] != -1) {

System.***out***.print(intersection[i] + " ");

}

}

}

**public** **static** **int**[] findIntersection(**int**[] array1, **int**[] array2) {

// Array to store the intersection elements, with a size equal to the smaller of the two input arrays

**int**[] tempIntersection = **new** **int**[Math.*min*(array1.length, array2.length)];

**int** index = 0;

// Initialize the tempIntersection array with -1 to indicate unused positions

**for** (**int** i = 0; i < tempIntersection.length; i++) {

tempIntersection[i] = -1;

}

// Nested loop to find common elements

**for** (**int** i = 0; i < array1.length; i++) {

**for** (**int** j = 0; j < array2.length; j++) {

**if** (array1[i] == array2[j]) {

// Check if the element is already in the tempIntersection array

**boolean** alreadyExists = **false**;

**for** (**int** k = 0; k < index; k++) {

**if** (tempIntersection[k] == array1[i]) {

alreadyExists = **true**;

**break**;

}

}

// If the element is not already in the tempIntersection array, add it

**if** (!alreadyExists) {

tempIntersection[index++] = array1[i];

}

}

}

}

**return** tempIntersection;

}

}
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1. Write a program to find the missing number in an array of integers ranging from 1 to N.

**package** ass6.example;

**public** **class** que6 {

**public** **static** **void** main(String args[]) {

**int** a[]= {1,2,3,5,6};

System.***out***.print("Array elements are:");

**for**(**int** element:a) {

System.***out***.print(element+" ");

}

System.***out***.println();

**int** totsum=0;

**int** sum=0;

**for**(**int** i=0;i<a.length;i++) {

sum+=a[i];

}

**for**(**int** i=1;i<=6;i++) {

totsum+=i;

}

System.***out***.println("Missing element is:"+(totsum-sum));

}

}
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1. Declare a single-dimensional array as a field inside a class and instantiate it inside the class constructor. Define methods named acceptRecord and printRecord within the class and test their functionality.

**package** ass6.example;

**import** java.util.Scanner;

**class** Array1{

**int** a[];

**public** Array1(){

a=**new** **int**[5];

}

**public** **void** acceptRecord() {

Scanner sc=**new** Scanner(System.***in***);

System.***out***.println("Enter array elements:");

**for**(**int** i=0;i<a.length;i++) {

a[i]=sc.nextInt();

}

}

**public** **void** printRecord() {

System.***out***.println("Array elements are:");

**for**(**int** ele:a) {

System.***out***.println(ele);

}

}

}

**public** **class** que7 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

Array1 obj=**new** Array1();

obj.acceptRecord();

obj.printRecord();

}

}
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1. Modify the previous assignment to use getter and setter methods instead of acceptRecord and printRecord.

**package** ass6.example;

**import** java.util.Scanner;

**class** Array2{

**private** **int** a[];

**public** Array2(**int** size) {

a=**new** **int**[size];

}

**public** **int**[] getA() {

**return** a;

}

**public** **void** setA(**int**[] a) {

**this**.a = a;

}

}

**public** **class** que8 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

Array2 obj=**new** Array2(5);

System.***out***.println("Enter array size:");

Scanner sc = **new** Scanner(System.***in***);

**int** size =sc.nextInt();

**int** a2[]=**new** **int**[size];

System.***out***.println("Enter array elements:");

**for**(**int** i=0;i<a2.length;i++) {

a2[i]=sc.nextInt();

}

obj.setA(a2);

**int** a[]=obj.getA();

System.***out***.println("Array elements are:");

**for** (**int** ele :a) {

System.***out***.println(ele);

}

}

}
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1. You need to implement a system to manage airplane seat assignments. The airplane has seats arranged in rows and columns. Implement functionalities to:

* Initialize the seating arrangement with a given number of rows and columns.
* Book a seat to mark it as occupied.
* Cancel a booking to mark a seat as available.
* Check seat availability to determine if a specific seat is available.
* Display the current seating chart.